KICK START

**PROBLEM 0.**

You have gathered NN bags of candy and you want to distribute the candy amongst MM kids. The ii-th bag contains CiCi pieces of candy. You want to make sure that every kid get the same amount of candy and that the number of pieces of candy they receive is the greatest possible. You can open each bag and mix all pieces of candy before distributing them to the kids.

How many pieces of candy will remain after you share the candy amongst kids, based on the rules described above?

### Input

The first line of the input gives the number of test cases, TT. TT test cases follow.

Each test case consists of two lines. The first line of each test case contains two integers: integer NN, the number of candy bags, and MM, the number of kids.

The next line contains NN non-negative integers C1,C2,…,CNC1,C2,…,CN representing array CC, where the ii-th integer represents the number of candies in the ii-th bag.

### Output

For each test case, output one line containing Case #x: y, where x is the test case number (starting from 11) and y is the number of candies that will remain if you divide candies between kids according to the rules described above.

### Limits

Time limit: 60 seconds.  
Memory limit: 1 GB.

#### Test Set 1

1≤T≤1001≤T≤100.  
1≤N≤1051≤N≤105.  
1≤M≤1041≤M≤104.  
0≤Ci≤10000≤Ci≤1000, for all ii from 11 to NN.

### Sample

Sample Input

[save\_alt](https://codejam.googleapis.com/dashboard/get_file/AQj_6U1JD-w0p8mOA8cnHEYtUwBNYe8SAF2dYgefBNUcUQJJr7CF60SXpYc-YC1ULsaEWqCrvmbVjnx_ut6w0Rlo1FTfmw/sample_problem_sample_ts1_input.txt?dl=1)

content\_copy
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Sample Output

[save\_alt](https://codejam.googleapis.com/dashboard/get_file/AQj_6U243pA-qIzj_8QOGuog9OXvdYrj5bQsjGzYklnKtiAgc6Fxm8pbZZmwJJC8yjwOGiDHH-F3cbmmsiMnAD4mZlgN-oU/sample_problem_sample_ts1_output.txt?dl=1)

content\_copy

Case #1: 1

Case #2: 5

In Sample Case #1, we have N=7N=7 bags of candy. In total we have 1+2+3+4+5+6+7=281+2+3+4+5+6+7=28 candies that we want to divide between M=3M=3 kids. Every kid can get 99 pieces of candy, so 28−3×9=128−3×9=1 pieces of candy will remain.

In Sample Case #2, we have N=5N=5 bags of candy. In total we have 7+7+7+7+7=357+7+7+7+7=35 candies that we want to divide between M=10M=10 kids. Every kid can get 33 pieces of candy, so 35−10×3=535−10×3=5 pieces of candy will remain.

### Sample codes

If you want to learn how to structure your code, read from the standard input, or print to the standard output, please find the sample solutions to this problem below in all the programming languages that are available on our platform.

**PROBLEM 1.**

Isyana is given the number of visitors at her local theme park on NN consecutive days. The number of visitors on the ii-th day is ViVi. A day is *record breaking* if it satisfies both of the following conditions:

* Either it is the first day, or the number of visitors on the day is strictly larger than the number of visitors on each of the previous days.
* Either it is the last day, or the number of visitors on the day is strictly larger than the number of visitors on the following day.

Note that the very first day could be a record breaking day!

Please help Isyana find out the number of record breaking days.

Input

The first line of the input gives the number of test cases, TT. TT test cases follow. Each test case begins with a line containing the integer NN. The second line contains NN integers. The ii-th integer is ViVi and represents the number of visitors on the ii-th day.

Output

For each test case, output one line containing Case #xx: yy, where xx is the test case number (starting from 11) and yy is the number of record breaking days.

Limits

Time limit: 20 seconds.  
Memory limit: 1 GB.  
1≤T≤1001≤T≤100.  
0≤Vi≤2×1050≤Vi≤2×105, for all ii.

Test Set 1

1≤N≤10001≤N≤1000.

Test Set 2

1≤N≤2×1051≤N≤2×105, for at most 10 test cases.  
For the remaining cases, 1≤N≤10001≤N≤1000.

Sample

Sample Input

[save\_alt](https://codejam.googleapis.com/dashboard/get_file/AQj_6U3_rhJARjpe_SaiHzpmtTHvTgoxJtcqmzUkFCdBz3yX8ruywaHshcjA2pAgYnBZYq-yUeMDbNKQfeTrjctw4buWcw/record_breaker_sample_ts1_input.txt?dl=1)

content\_copy
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Sample Output

[save\_alt](https://codejam.googleapis.com/dashboard/get_file/AQj_6U2CF1EBOauYgyebXBotbpVl1XQQCo-oX_LUv39KRvFeLCQO3qNV_eKhAphPVRw5CiDLQrg-9lFNGzLICUD3MMY7kXc/record_breaker_sample_ts1_output.txt?dl=1)

content\_copy

Case #1: 2

Case #2: 1

Case #3: 3

Case #4: 0

In Sample Case #1, the underlined numbers in the following represent the record breaking days: 12––07––202012\_07\_2020.

In Sample Case #2, only the last day is a record breaking day: 4815162342–––4815162342\_.

In Sample Case #3, the first, the third, and the sixth days are record breaking days: 3––14––159––2653\_14\_159\_265.

Problem 2.

Banny has just bought a new programmable robot. Eager to test his coding skills, he has placed the robot in a grid of squares with RR rows (numbered 11 to RR from north to south) and CC columns (numbered 11 to CC from west to east). The square in row rr and column cc is denoted (r,c)(r,c).

Initially the robot starts in the square (SRSR, SCSC). Banny will give the robot NN instructions. Each instruction is one of N, S, E, or W, instructing the robot to move one square north, south, east, or west respectively.

If the robot moves into a square that it has been in before, the robot will continue moving in the same direction until it reaches a square that it *has not* been in before. Banny will never give the robot an instruction that will cause it to move out of the grid.

Can you help Banny determine which square the robot will finish in, after following the NN instructions?

### Input

The first line of the input gives the number of test cases, TT. TT test cases follow. Each test case starts with a line containing the five integers NN, RR, CC, SRSR, and SCSC, the number of instructions, the number of rows, the number of columns, the robot's starting row, and the robot's starting column, respectively.

Then, another line follows containing a single string consisting of NN characters; the ii-th of these characters is the ii-th instruction Banny gives the robot (one of N, S, E, or W, as described above).

### Output

For each test case, output one line containing Case #xx: rr cc, where xx is the test case number (starting from 1), rr is the row the robot finishes in, and cc is the column the robot finishes in.

### Limits

Memory limit: 1 GB.  
1≤T≤1001≤T≤100.  
1≤R≤5×1041≤R≤5×104.  
1≤C≤5×1041≤C≤5×104.  
1≤SR≤R1≤SR≤R.  
1≤SC≤C1≤SC≤C.  
The instructions will not cause the robot to move out of the grid.

#### Test Set 1

Time limit: 20 seconds.

1≤N≤1001≤N≤100.

#### Test Set 2

Time limit: 60 seconds.

1≤N≤5×1041≤N≤5×104.

### Sample

Sample Input

[save\_alt](https://codejam.googleapis.com/dashboard/get_file/AQj_6U24EfCFmSlQEp0chpULkOK81jPiXVdtyMd7BMSyP0WFygxFJ2RrREJcwYKg2SuDEbb6Is8RvavUZVUPNJtcVA/wiggle_walk_sample_ts1_input.txt?dl=1)

content\_copy
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Sample Output

[save\_alt](https://codejam.googleapis.com/dashboard/get_file/AQj_6U2rzpVTZELtUxPZhsyTpBUHzdJo03yLQ4ik46im74Ot9NXf4modGZMLKqn8iUERBFZRtmibWqQF2BlEjk1Oldg/wiggle_walk_sample_ts1_output.txt?dl=1)

content\_copy

Case #1: 3 2

Case #2: 3 3

Case #3: 3 7

Sample Case #1 corresponds to the top-left diagram, Sample Case #2 corresponds to the top-right diagram, and Sample Case #3 corresponds to the lower diagram. In each diagram, the yellow square is the square the robot starts in, while the green square is the square the robot finishes in. ![https://codejam.googleapis.com/dashboard/get_file/AQj_6U25RAzmZoAxs4S1N-iKzCtid5sNIMCmkV_Lyr5zRcnmE4AWRugqKJWiJPI3gg/wigglewalk.png](data:image/png;base64,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)

**PROBLEM 3.**

There exist some cities that are built along a straight road. The cities are numbered 1,2,3,…1,2,3,… from left to right.

There are NN GBuses that operate along this road. For each GBus, the range of cities that it serves is provided: the ii-th gBus serves the cities with numbers between AiAi and BiBi, inclusive.

We are interested in a particular subset of PP cities. For each of those cities, we need to find out how many GBuses serve that particular city.

Input

The first line of the input gives the number of test cases, TT. Then, TT test cases follow; each case is separated from the next by one blank line. (Notice that this is unusual for Kickstart data sets.)

In each test case:

* The first line contains one integer NN: the number of GBuses.
* The second line contains 2NN integers representing the ranges of cities that the buses serve, in the form A1A1 B1B1 A2A2 B2B2 A3A3 B3B3 ... ANAN BNBN. That is, the first GBus serves the cities numbered from A1A1 to B1B1 (inclusive), the second GBus serves the cities numbered from A2A2 to B2B2 (inclusive), and so on.
* The third line contains one integer PP: the number of cities we are interested in, as described above. (Note that this is not necessarily the same as the total number of cities in the problem, which is not given.)
* Finally, there are PP more lines; the ii-th of these contains the number CiCi of a city we are interested in.

Output

For each test case, output one line containing Case #xx: yy, where xx is the number of the test case (starting from 1), and yy is a list of PP integers, in which the ii-th integer is the number of GBuses that serve city CiCi.

Limits

Memory limit: 1 GB.  
1≤T≤101≤T≤10.

Test Set 1

Time limit: 60 seconds.  
1≤N≤501≤N≤50.  
1≤Ai≤5001≤Ai≤500, for all ii.  
1≤Bi≤5001≤Bi≤500, for all ii.  
1≤Ci≤5001≤Ci≤500, for all ii.  
1≤P≤501≤P≤50.

Test Set 2

Time limit: 120 seconds.  
1≤N≤5001≤N≤500.  
1≤Ai≤50001≤Ai≤5000, for all ii.  
1≤Bi≤50001≤Bi≤5000, for all ii.  
1≤Ci≤50001≤Ci≤5000, for all ii.  
1≤P≤5001≤P≤500.

Sample

Sample Input

[save\_alt](https://codejam.googleapis.com/dashboard/get_file/AQj_6U3ObAZDQFU2NW2FKI7YHMDz9UANOKmlIYa_HJr4PhWrTYArCMNtqSzzgcYqzWwFwvckivsnA-fPLQUuEw0Q/gbus_count_sample_ts1_input.txt?dl=1)

content\_copy

2

4

15 25 30 35 45 50 10 20

2

15

25

10

10 15 5 12 40 55 1 10 25 35 45 50 20 28 27 35 15 40 4 5

3

5

10

27

Sample Output

[save\_alt](https://codejam.googleapis.com/dashboard/get_file/AQj_6U3oBuK25gqCX3_MyGw7GEuNWDBSU7rVvBX6sor97Y8ptpZGbb0i0FSgbh3FcTP7gOqL1r9_5lAlYoCSRRVL_w/gbus_count_sample_ts1_output.txt?dl=1)

content\_copy

Case #1: 2 1

Case #2: 3 3 4

In Sample Case #1, there are four GBuses. The first serves cities 1515 through 2525, the second serves cities 3030 through 3535, the third serves cities 4545 through 5050, and the fourth serves cities 1010 through 2020. City 1515 is served by the first and fourth buses, so the first number in our answer list is 22. City 2525 is served by only the first bus, so the second

PROBLEM 4.

Watson and Sherlock are gym buddies.

Their gym trainer has given them three numbers, AA, BB, and NN, and has asked Watson and Sherlock to pick two different strictly positive integers ii and jj, where ii and jj are both less than or equal to NN. Watson is expected to eat exactly iAiA sprouts every day, and Sherlock is expected to eat exactly jBjB sprouts every day.

Watson and Sherlock have noticed that if the total number of sprouts eaten by them on a given day is divisible by a certain integer KK, then they get along well that day.

So, Watson and Sherlock need your help to determine how many such pairs of (i,j)(i,j) exist, where i≠ji≠j and they get along well that day. As the number of pairs can be really high, please output it modulo 109+7(1000000007)109+7(1000000007).

### Input

The first line of the input gives the number of test cases, TT. TT test cases follow. Each test case consists of one line with 4 integers AA, BB, NN and KK, as described above.

### Output

For each test case, output one line containing Case #xx: yy, where xx is the test case number (starting from 1) and yy is the required answer.

### Limits

Time limit: 60 seconds.  
Memory limit: 1 GB.  
1≤T≤1001≤T≤100.  
0≤A≤1060≤A≤106.  
0≤B≤1060≤B≤106.

#### Test Set 1

1≤K≤1041≤K≤104.  
1≤N≤1031≤N≤103.

#### Test Set 2

1≤K≤1051≤K≤105.  
1≤N≤10181≤N≤1018.

### Sample

Sample Input

[save\_alt](https://codejam.googleapis.com/dashboard/get_file/AQj_6U3SHtnHox2x5vWUuXl0eQux79Kp462BXrsWvTEl0jFp2YzfEBAU_--s__bcRH4ic4Auqv5WyulES-lZL0jKaB_PdcZ-mbyO9X3eA16sz_p1y26c/sherlock_and_watson_gym_secrets_sample_ts1_input.txt?dl=1)

content\_copy

3

1 1 5 3

1 2 4 5

1 1 2 2

Sample Output

[save\_alt](https://codejam.googleapis.com/dashboard/get_file/AQj_6U3DPEUAoO9D_SV0BCNSmZbrf9rGCuffGxQJAVF8TmkmcJz2mn49sff8Gnos3Z5cfdpShvDNJGZygrHYCgTtFUBQcy9gKEzDtU2LTGFpB-7oGOOVoQ/sherlock_and_watson_gym_secrets_sample_ts1_output.txt?dl=1)

content\_copy

Case #1: 8

Case #2: 3

Case #3: 0

In Case #1, the possible pairs are (1,2)(1,2), (1,5)(1,5), (2,1)(2,1), (2,4)(2,4), (4,2)(4,2), (4,5)(4,5), (5,1)(5,1), and (5,4)(5,4).

In Case #2, the possible pairs are (1,2)(1,2), (1,3)(1,3), and (4,1)(4,1).